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Can define inductive types.
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```
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    n (succ m):= succ (add n m)
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3 k files, 1 m lines, 40 k definitions, 100k theorems, 270 contributors.
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Consider the following theorem in group_theory/quotient_group.

```
variables {G H: Type} [group G] [group H]
variables ( }\varphi:\textrm{G}\mp@subsup{->}{}{*}\textrm{H})(\psi:\textrm{H}->\textrm{G})(\textrm{h}\varphi:\mathrm{ : right_inverse }\psi\varphi
def quotient_ker_equiv_of_right_inverse: G / ker \varphi \simeq* H :=
    { to_fun := ker_lift \varphi,
        inv_fun := mk \circ \psi,
    left_inv:= ...,
    right_inv := h }\varphi\mathrm{ ,
    map_mul':= ..}
```

Why is this a definition?

Consider an immediate corollary.

```
def quotient_bot:G / ( }\perp\mathrm{ : subgroup G) 工* G :=
    quotient_ker_equiv_of_right_inverse (monoid_hom.id G) id ( }\lambda\mathrm{ _, rfl)
```

Why is this not trivial?
Canonical isomorphisms are important data!
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structure EllipticCurve (R : Type) [comm_ring R] :=
    (alla
```

Accurate for rings $R$ with $\operatorname{Pic}(R)[12]=0$, such as PIDs!
Much can be done just with this definition.
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## Can define addition.

```
def add: E(K) }->\textrm{E}(\textrm{K})->\textrm{E}(\textrm{K}
    zero P := P
    P zero := P
    | (some }\mp@subsup{\textrm{x}}{1}{}\mp@subsup{\textrm{y}}{1}{}\mp@subsup{\textrm{w}}{1}{})(\mathrm{ some x }\mp@subsup{\textrm{x}}{2}{}\mp@subsup{\textrm{y}}{2}{}\mp@subsup{\textrm{w}}{2}{}):
        if x_ne: }\mp@subsup{\textrm{x}}{1}{}\not=\mp@subsup{\textrm{x}}{2}{}\mathrm{ then
            let
            L}:=(\mp@subsup{y}{1}{}-\mp@subsup{y}{2}{})/(\mp@subsup{\textrm{x}}{1}{}-\mp@subsup{\textrm{x}}{2}{})
            x
```



```
        in
            some x}\mp@subsup{x}{3}{}\mp@subsup{y}{3}{}\ldots...-- 100 line
        else ... -- }100\mathrm{ lines
instance : has_add E(K):= <add\rangle
```


## Elliptic curves in Lean

Can define $K$-points.

```
variables {F:Type} [field F] (E: EllipticCurve F) (K:Type) [field K] [algebra F K]
inductive point
    zero
```



```
notation E(K):= point E K
```

Can prove group axioms

```
lemma zero_add (P:E(K)):0 + P = P := ...
lemma add_zero(P : E(K)): P + 0 = P := ...
lemma add_left_neg (P : E(K)) : - P + P = 0 := ...
lemma add_comm(P Q : E(K)): P + Q = Q + P := .. -- 100 lines
lemma add_assoc (P Q R : E ( ) ) : ( P + Q ) + R = P + (Q + R) := .. -- ?? lines
```


## Elliptic curves in Lean

Can define $K$-points.

```
variables {F:Type} [field F] (E:EllipticCurve F) (K:Type) [field K] [algebra F K]
inductive point
    zero
```



```
notation E(K):= point E K
```

Can prove group axioms (except associativity, which is left as a sorry).

```
lemma zero_add (P:E(K)):0 + P = P := ...
lemma add_zero(P : E(K)): P + 0 = P := ...
lemma add_left_neg (P : E(K)) : - P + P = 0 := ...
lemma add_comm(P Q : E(K)):P + Q = Q + P := .. -- 100 lines
lemma add_assoc (P Q R : E ( ) ) : ( P + Q ) + R = P + (Q + R) := .. -- ?? lines
```


## Elliptic curves in Lean

Can define $K$-points.

```
variables {F:Type} [field F] (E: EllipticCurve F) (K: Type) [field K] [algebra F K]
inductive point
    zero
```



```
notation E(K):= point E K
```

Can prove group axioms (except associativity, which is left as a sorry).

```
lemma zero_add (P:E(K)):0 + P = P := ...
lemma add_zero (P:E(K)):P+0=P:= ...
lemma add_left_neg (P : E(K)) : - P + P = 0 := ...
lemma add_comm (P Q : E(K)): P + Q = Q + P := .. -- 100 lines
lemma add_assoc (P Q R:E K ) ) : (P + Q ) + R = P + (Q + R) := .. -- ?? lines
```

Can also prove Galois-theoretic properties and structure of torsion points.
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Proof $(E(\mathbb{Q}) / 2 E(\mathbb{Q})$ finite $)$.
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Can prove Mordell's theorem by complete 2-descent and naïve heights.
Theorem (Mordell)
$E(\mathbb{Q})$ is finitely generated.
Proof $(E(\mathbb{Q}) / 2 E(\mathbb{Q})$ finite $\Longrightarrow E(\mathbb{Q})$ finitely generated).

- Define the naïve height

- Prove $\forall Q \in E(\mathbb{Q}), \exists C \in \mathbb{R}, \forall P \in E(\mathbb{Q}), h(P+Q) \leq 2 h(P)+C$.
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- Prove $\forall C \in \mathbb{R}$, the set $\{P \in E(\mathbb{Q}) \mid h(P) \leq C\}$ is finite.
- Prove the descent theorem (done). $\square$

Can finally define the algebraic rank of $E(\mathbb{Q})$.
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## Thank you!

Check out the leanprover community!

